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Figure 5.2 usbd server function call

5.3 Buffer overflow hypothesis

A buffer overflow happens when the size of the input is not moderated either while reading or

processing it in the memory. The read() function constitutes the function that reads data from

the port. This hypothesis is based on the read function to test if it can acquire more data than

specified as a maximum in the function call. If the read() allows reading more than the maximum

size specified, then the buffer overflow can be performed which can give access to the program

stack. The next section describes the experiments conducted to test the hypothesis.

5.4 Injection attack on port 6666

Inspecting the stack of the program requires a debugger running in the system. Arada Locomate

is proprietary hardware that has customized Linux version, selected libraries and commands. In

addition to it, the file system is a Read-Only file system which restricts the hacker’s accessibility. To

setup debugger in the hardware, a cross-compiled GDB executable with statically linked libraries
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Figure 5.3 Port 6666 opening Figure 5.4 Network setup functions

Listing 5.1 Code snippet of the Port 6666 Fuzzer

1 import sys , socket , time

2 host = ” 1 2 7 . 0 . 0 . 1 ” // Address o f emulator i s through l o c a l h o s t

3 port = i n t (6666) // Def ine the port

4 l ength =250 // I n i t i a l Length o f the s t r i n g

5 whi l e ( 1 ) :

6 c l i e n t = socket . socke t ( socke t . AF INET , socket .SOCK STREAM)

7 // Create a socket v a r i a b l e

8 c l i e n t . connect ( ( host , port ) ) // connect to the port

9 output = ”C”∗ l ength

10 c l i e n t . s e n d a l l ( output . encode ( ’ ut f −8 ’))

11 c l i e n t . c l o s e ( )

12 p r in t (” Length Sent : ” + s t r ( l ength )

13 l ength += 100
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Figure 5.5 Read function

was built that supports MIPS 32 version of the hardware. But, the results show that the GDB was

unable to run due to a customized Linux version.

The alternative is to use an emulator that recreates the firmware and root file system of the

hardware. An added advantage with the emulator is that it allows the user to perform unlimited

control over the firmware. QEMU emulator supports various architecture as discussed, and the

setup was done using a MIPS based kernel. GDB packages were installed in the emulator and

content of the root file system from firmware analysis was copied to the emulator. After the setup

of the emulator, the usbd program is run using GDB which gives full access to the program stack.

A fuzzer code as discussed below is run from the host computer. The reaction of the program can

be tracked by analyzing the stack data. The following section discusses the fuzzer code, stack data,

and the result.

5.4.1 Port 6666 fuzzer

The listing 5.1 contains the Python code snippet for fuzzing the port 6666. The code creates a

host variable representing the IP address of the guest, and the port variable is declared and initiated

to 6666 describing the port number. The size of the string is handled using length variable which

is used to increase the length of ’C’ from 250 until the stack overflows. The while loop is used to
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Figure 5.6 Switch case 1 & 6 (a)

Figure 5.7 Switch case 1 & 6 (b)
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Figure 5.8 Switch case 2

keep injecting the data into a guest port until an interrupt occurs. In the loop, a socket variable

is declared, and the socket is defined. Connect () checks if the host and guest port are connected.

The output variable will contain a string of ’C’ and the number of C’s is set using length variable.

The sendall() function sends the string to the port. Then, the length of the string is printed in the

command line, and the length is increased by 100.

5.4.2 Program stack

The program stack is monitored through GDB debugger which allows us to set breakpoints,

observe the buffer until the breakpoint, etc. The program is run in gdb, and the fuzzer program is

started from the host computer. The data read from the port is stored in a variable called usbsock

with size 256 bytes. Monitor the usbsock in GDB for a possibility of buffer overflow. The command

to find the address of usbsock is:

print &usbsock

The above command prints the address location of the start of the variable. In the usbd

program, the address of usbsock is 0x416c40. Observe the buffer from this point, and locate the

memory locations with 0x43(ASCII value of ’C’). The command to find the memory in general and

usbsock in our case is as specified below.

x/FMT Address
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Figure 5.9 Switch case 3 & 7 (a)

Figure 5.10 Switch case 3 & 7 (b), cases 0, 4 ,default
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Figure 5.11 Switch case 5 (a) Figure 5.12 Switch case 5 (b)

where x represents the memory and format can be specified to observer bytes or string

etc. followed by the address to observe

x/300xb 0x416c40

Here the 300 refers to the size of buffer starting from a specified address to display. The ’x’

followed by 300, points the command to display the content in hexadecimal and also the ’b’ points

the command to display byte by byte.

Figure 5.13 Stack content at start of usbsock
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Figure 5.14 Stack content at end of usbsock

The output at the starting of the buffer is as shown in Figure 5.13. The hypothesis over the

read() function involves the size of input that the stack can take. The read() specifies the size of

the stack as 256 bytes. To test the hypothesis, the content after 256 bytes from 0x416c40 should

be observed to see if it exceeds the 256 bytes. Figure 5.14 shows the content of the stack at the

end of the 256 bytes.

5.4.3 Result

From Figure 5.14, we can see that the system does not overwrite the buffer with 0x43 after 256

bytes from the start of 0x416c40 also does not crash with a segmentation fault which proves that

there is no buffer overflow at the port read() function.
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Table 5.2 Description of functions in the usbd program.
Function Description
Main () The main() function initializes the variables required, calls the options() that dis-

plays the help manual of the program. It then sets up the multithreading environ-
ment. Next, it calls the USB Usage() function which calculates the free space in
the USB and checks if it is under the threshold range. In Parallel, the other thread
calls the usbd server() function, and the further sections describe its functionality.
The main program reaches an end after both the thread execution terminates.

USB Usage() The USB Usage() function calls the df Linux command, checks the file system and
available memory and returns a flag if there is enough space in the USB.

scp filels() The scp filels() function calls the mv command to move all the files from the source
to the destination.

scp status() The scp status() function checks the status of the file copy. It checks if the file
copy functionality is completed or not and returns the status as an input to the
usbd server().

bind() The bind() function is one of the important socket programming functions. It takes
the socket file descriptor, socket address, and size of the socket address as input.
This function assigns the socket address to the defined socket using the socket file
descriptor. It returns 0 on success.

htons() The htons() function converts the host byte order to network byte order which takes
care of the endianness in the network systems.

listen() The listen() function is also one of the important socket programming functions.
It takes the socket file descriptor and backlog as input. This function enables the
socket file descriptor to have the ability to accept data. The backlog is the maximum
number of pending connections that the port can allow. It returns 0 on success.

accept() The accept() function is also one of the important socket programming functions.
It takes the socket file descriptor, socket address, size of the socket address and flags
as input. It accepts the first connection request from listen() and enables the port
to accept data.

close() The close() function is also one of the important socket programming functions. It
takes the socket file descriptor as input. Close() frees the file descriptor from the
port it is assigned to and terminates the connection.

read() The read() function is also one of the important socket programming functions. It
takes the socket file descriptor, buffer variable, and count as input. This function
reads the maximum count of bytes from the file specified by socket file descriptor
and stores it in the buffer.

usbd server() The usbd server() function is the most important function of the usbd program.
This function starts by printing that the program is in the usbd server and defines
the socket as a TCP/IP socket. Port 6666 is declared and htons function is called
to take care of the endianness. Then the bind() and listen() functions are called for
setting up the port. Next, a thread is created to take care of the interrupts from the
program and hardware. The next step is to select the file descriptors to handle. If
there is no file descriptor to work on, the control passes back to the thread creation.
Once a file descriptor is selected, it calls the accept() to enable the port to accept
data. Then, the 264-byte usbsock buffer is declared which is used in the read()
to read data. After that, a variable is read and used in a switch case to perform
different functions in each case, as described in Table 5.3. Once the switch case
terminates, the thread terminates, and the control transfers to main()
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Table 5.3 Description of switch cases in usbd server() program.
Case Description
Case 0,4, default This case stores the comment Unknown command in the log file.
Case1 This case creates a folder in the USB called ModelDeployment using the mkdir

command. Next, it compares if WLAN capture folder is present and then copies
the WLAN packet files from the hardware to the USB. If any error occurs, the log
file stores the status.

Case 2 This case calls the scp status() function to check the file copy status
Case 3 This case is similar to case 7, but it overwrites the data if the USB is full.
Case 5 This case rechecks the USB size, calls the list() which uses the ls command to list

all the files in the folder. Next, the files specified in the list() are flushed out from
the USB using the rm command to free space.

Case 6 This case creates a folder in the USB called ModelDeployment using the mkdir
command. Next, it compares if the ethernet capture folder is present and then
copies the ethernet packet files from the hardware to the USB. If any error occurs,
the log file stores the status.

Case 7 This case calls the USB Usage() function to check the free space available in the
USB.
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CHAPTER 6. CONCLUSION AND FUTURE WORK

6.1 Conclusion

Arada locomate is one of the V2V devices in the market. It has a customized Linux version for

the OS. A detailed port analysis of the hardware can reveal any flaws present in the implementation

and give the developers a way to alter the programs before deployment. Penetration testing was

done to gain an in-depth understanding of the hardware. Port analysis and program analysis

combined provided a clear idea of the implementations of software in the device. The hypothesized

buffer overflow vulnerability was also tested showing that the program using port 6666 was resistant

to buffer overflow attacks. The results of the vmsplice experiments also show that the Linux version

is susceptible to vmsplice exploit which gives privilege escalation. Generally, sending largely sized

inputs on the telnet port is a method to cause a denial of service, but the result of this test showed

that the device is safe from this attack. Thus, this study helps to perform required changes in the

future firmware upgrades and a secure platform for V2V communications.

6.2 Future work

Few of the tests remain for future work due to lack of time. The flaw hypothesis in chapter

4 discusses a few tests which need to be modified or studied more and customized for the MIPS

architecture. The following ideas present the future work based on the possibilities:

• vmsplice() attack: The current exploits are for the i86 architecture. The Arada Locomate

OBU is a MIPS architecture based device which uses different registers and commands. The

exploit needs to be developed for MIPS architecture and tested
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• JTAG: JTAG is a port for hardware debugging. Through JTAG port, firmware can be

modified to obtain root privileges on the system. Although, this exploit requires physical

access to the device.

• User as attacker: A user knowing this access and details of the device can take advantage

over the entire network and can act as an attacker. Future work can study this perspective

in depth.

• WPS: WiFi Protected Setup is a standard for secure wireless home networks. This aids in

securely connecting other devices to the home network. Usage of a PIN is one of the methods

in this protocol. Although this acts as a standard for wireless home networks, there were

major vulnerabilities found within the protocol. Brute-force attacks are possible, and it is

easier to develop for this protocol. Future work can explore these types of attacks.
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